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Abstract: Usually, for building context-aware services, the developer must anticipate all the possible contexts elements and their states: user preferences, physical resources, location, etc. This anticipation is required in order to specify service and context-specific adaptation rules, which are necessary for the adaptation management. Because of this, the adaptation rules are not reusable and the service cannot react to unanticipated context changes. In this paper, we propose a platform for dynamic and unanticipated adaptation of component-based services. Our solution is based on a knowledge representation describing the service and the context as a whole system. Based on this service-context representation, the adaptive platform is able to check the adequacy between the service and the context and to search for solutions if necessary. The difference between the classical approach and our approach is that we use only general rules. We have tested our architecture using a prototype that shows that a forum service may be adapted to the user language without using service and context-specific rules.
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I. INTRODUCTION

In order to offer an intuitive understanding of the problem, we start with a simple example. Suppose we have a distributed service as a forum. This service is integrated in a university portal. Any student can use this service if he/she has a PC connected to the Internet, with an ordinary HTML browser installed. The forum architecture contains the forum server and several forum clients. The client is a standard HTML browser. The forum language is English.

Suppose that a foreign student arrives in the university campus and wants to use this forum. Unfortunately, his English is not very good. In this case, we can affirm that the forum service is not adequate to the context; the student cannot use this forum. If another user, a blind person, wants to use the same forum but having a mobile phone as terminal, he will not be able to use the forum either. A service that was not designed for a certain context usually does not work in a new context.

Obviously, all these situations described here may be predicted by the service developer. The service may be conceived differently, by adding, at the construction time, additional components such as: a set of translator components, a set of text to speech and voice recognition components for all possible languages. But who can imagine all the possible situations? What if other context elements change? Even if the developer takes into account a very large number of different situations, the number of possible combinations will lead to a large number of adaptation rules and additional components.

In this paper we are interested in solving the service adaptation problem assuming that the context is not anticipated at the design time. We also want to avoid inserting into the service a lot of additional components for all possible contexts.

According to the component-based and service-oriented approach, we consider that a service is composed by a sum of reusable components and we have a repository containing numerous reusable components produced by different component developers.

This paper is organized as it follows: the section two presents our approach inspired from the AI (Artificial Intelligence) domain and closed-loop control principle. The same section contains the general architecture of the adaptive platform. Section three introduces the profile concept. The profile function is to offer an additional semantic description about the service and the context. In section four we validate our proposal using a forum prototype that is dynamically adapted to the user language. Section five contains the related work and the last section contains the conclusions.

II. APPROACH AND ARCHITECTURE

In the AI field, the adaptation problem may be seen as a search problem in a solution space given by the service and context structure. The AI field has three important aspects: a) the knowledge representation is the problem description; b) the search problem is solved by different algorithms that analyze the knowledge representation space; c) the learning is present in some AI systems that are able to update their knowledge.

According to the closed-loop control principle, we can consider an adaptive system as composed by three main
The most important parts of the proposed architecture are described below.

Service definition, observation and description. The service is seen as a composite (a component composed by other components) and distributed component. This type of component may be described, for instance, using Fractal component model [1]. The service architecture may be described using an ADL (Architecture Description Language), for instance Fractal ADL [1].

Middleware solutions as CORBA or SOAP represent solutions that may solve the component distribution problem. The service observation may be done using a reflective platform [3, 8]. Reflective adaptation techniques give us the possibility to dynamically modify the service, for instance by using ISL interaction patterns [4] or other adaptation techniques [5].

Context definition, observation and description. The user profile, the available physical resources, the social context, the location, etc. represent the context. The context is observed using special components called monitors. For instance, in the forum example a language detection component, a monitor, may be used in order to determine the user language. Other monitors can observe the terminal available memory or bandwidth and may be provided by the terminal operating system. In order to describe the context, it is preferable to use standard languages for the context description: for instance CC/PP [6] from W3C. MPEG 21 contains also some elements describing the terminal multimedia capabilities.

Reusable components and component database. A large number of reusable components exist and they may be described by using different technologies such as: CCM, DCOM, Java Beans or even Web Services (described with WSDL). We suppose to have centralized lookup service that allows us to search services based on different criteria. Such a lookup service may be implemented using CORBA Trader [2] or UDDI.

Service Adapter. The most important part of the proposed architecture is the Service Adapter, which takes the decisions on how the service must be modified in order to become an adapted service. If the service S1 in not adapted to the context C, the Service Adapter will apply a transformation to S1 and will generate S2. In order to decide which transformation is necessary, the Service Adapter needs to “understand” if the service S is adequate to the context C. In order to do that, the Service Adapter needs a set of adaptation theorems, which are basically service independent rules. The service is considered adequate to the context if these rules are all respected.

III. SERVICE AND CONTEXT KNOWLEDGE REPRESENTATION

The knowledge representation about the service and the context is a description that gives us the possibility to decide if a service S is adapted to a certain context C. In order to obtain this, the main idea is to use the same parameters while we describe the context and the service, implicitly the components. In the paper [7] we are proposing the profile concept, which is related to components, service and also to context. The profile is the key element for the service-context description because the service profile and the context profile become comparable using the same profile parameters. The profiles are necessary because the existent service and context representation languages do not offer enough semantic information. For instance, using just a service ADL architecture description and a CC/PP context description it is not possible to say if the service is adapted to this context or not.

Context profile. The context may be described as a parameter list. This list may be organized hierarchically if the context is more complex. Some parameter examples are: user language, visual accuracy, terminal memory, display, software platform.

The idea is not to have from the beginning an exhaustive profile, but rather to be able to add new parameters to the context profile, to have an evolving context profile. The parameter values will be offered by the available monitor components, in fact the context knowledge depends of the available context monitors. The monitor components may be included in the existent software platform (OS, Virtual Machine), for instance the J2ME (Java 2 Micro Edition)
Runtime.freeMemory() or may be found in the component database (a language detection component).

Component profile. A component is described by a profile that contains the same parameters as the context profile but in association with other aspects. A component profile is related to the component syntactic description (for instance the CCM [2] model) and it is composed by:

- A parameter list (like that for the context, using the same names for the parameters),
- For each parameter from this list, there is a list of association points. An association point may be:
  - The component itself,
  - A component interface,
  - An object that is passed through a component interface (argument or method return)
- For each association point there is a list of conditions on the parameter. The association point is either an input or an output and the conditions are preconditions or post conditions according to the type of association point.

Figure 2 shows the component profile structure described using an XML based language.

```
<profile component_name = "ComponentName">
  <param name = "Param_1">
    <point id = "pt_in_1", type = "input">
      <linkto component, interface, method, object>
    </linkto>
    <condition>
      exp(param_1)
    </condition>
    <point id = "pt_out_3", type = "output">
      <param name = "Param_k">
    </point>
  </param>
</profile>
```

Figure 2. An XML based representation of the component profile.

Service profile. A service is seen as a composite component, and, consequently, the service profile has the same structure as the component profile. As a composite component may be described hierarchically by its internal components, the service profile results in a composition of the internal component profiles.

In order to be able to evaluate the service behavior after a modification, it is important to compute the service profile starting from its internal component profiles. The service profile results as follows:

- The parameter list is obtained as the reunion of the internal profile parameters list
- For each parameter, the association points are: the whole service, the service interfaces, the passed objects that have a connection to the association points of the internal profiles
- The conditions for the association points are the same as the conditions of the internal profiles.

We say that the parameter and the conditions are propagated through two types of connections. In order to have a better understanding of this concept we present the profile composition for the forum service, figure 4. Before explaining this concept we present the forum service, S, in figure 3. It is seen as a composite component (CCM model notations) that includes three other components:

- The forum server, F, having two facet-type interfaces: "toSend" having a method "post" for posting messages, and "toView" with the method "get" for retrieving messages
- A GUI component for viewing the forum content, V, having a receptacle with F and an IHM with the user
- A GUI component for composing new messages, C, having a receptacle with the F and IHM with the user

![Figure 3. The forum service](image)

A particular aspect in our composition model is that the IHM is considered a facet (CCM model element) with the user. The service user interface, IHM, is composed by the internal components IHM. This was necessary because some parameters, the language for instance, are transferred through the IHM. Another particularity is the sharing of the component F between several client component chains. The component sharing is a concept treated in Fractal [1].

Figure 4 depicts what we call the propagation graph. For each parameter we have one propagation graph, for instance for the language the graph is shown below.

![Figure 4. Profile composition](image)
input interface: langue = EN, and because C and V do not change the value of the parameter “language”, then the whole service, S, will have the same precondition at the association point S.IHM, the input. This means that if a user does not write his message in English the F precondition is not respected and we have a service non-adaptation for that user. The F has an internal dependance too: the language at the F output is the same with the language at the F input. In figure 4 we have a non-adaptation situation because a French user tries to send a message on the English-only forum. The non-adaptation is detected at the S.IHM point because this represents the connection between the service and the context (in this case the user profile). For this example a monitor component is necessary: a language detection component.

Any condition associated with the service has a root inside the service. If several roots exist, the final condition will be an AND between all the root conditions.

Profiles compatibility. Suppose we have 2 interconnected components, each having a profile. If all the conditions at the correspondent association points are respected the profiles are considered compatible. In the previous example, the service and the context (user) are not compatible because the user imposes language = FR and the service imposes language = EN at the IHM level which is impossible to respect. We must anyway notice that the equivalence is not the only possible operator while verifying the compatibility. If the parameter is memory then compatibility means to have the required memory inferior to the available memory.

Profile extensibility. The possibility to extend the profiles is very important because the idea is not to establish an a priori exhaustive profiles but rather to add new parameters to these profiles. We observed that different parameters might have different composition rules and also different compatibility rules, for instance the language and the memory. For each parameter we need to specify:

- **Definition domain.** For instance, the parameter “language” has as definition domain {EN, FR, DE, ... *}, where “*” is any and “?” is unknown.

- **Composition operator.** If two language association points, one input and one output, are connected, the language value will be the same for each point. The input will take the same value for the language as the output. In this case the composition operator is “=”.

- **Compatibility operator.** The compatibility operator helps us to decide if the service is adapted or not (for a specific parameter). For the language case, if the user knows EN, FR and the service accepts EN then the service is adapted because [EN, FR] ∩ [EN] ≠ Ø, at least one language is common.

Suppose we want to add a new parameter to the profile, for instance “IHMsupport”. It is necessary to specify the three aspects presented before:

- **Definition domain.** {HTML, VoiceXML, WML, Java-Swing, J2ME-LCDui, ...}

- **Composition operator.** a service composed by two components each having two different IHM support parameters, requires an IHM support given by the reunion of the two IHM supports. In this case, it may be useful to use operators like AND, OR in order to express that a component requires a HTML support OR a VoiceXML support for instance.

- **Compatibility operator.** a service is compatible with the terminal if the required IHM support is satisfied by the terminal software platform. For instance, if the service requires Java-Swing AND Java-Speech support and the terminal has only Java-Swing, the service in not adapted; but if there is OR instead of AND the service is adapted.

If we want to be able to adapt the service to a parameter P, the Service Adapter must have the knowledge about this parameter P; this knowledge is given by the three aspects previously presented: definition domain, composition operator, compatibility operator. In figure 5 we have depicted a table with several parameters that may be included in the component profiles.

<table>
<thead>
<tr>
<th>Parameter name</th>
<th>Domain</th>
<th>Contact description</th>
<th>Association point (component)</th>
<th>Composition operator</th>
<th>Compatibility operator</th>
<th>Observations</th>
</tr>
</thead>
<tbody>
<tr>
<td>Language</td>
<td>EN, FR, DE,...</td>
<td>User</td>
<td>IHM output objects</td>
<td>=&gt; Assignment OR</td>
<td>Logical OR</td>
<td>n = ©</td>
</tr>
<tr>
<td>Memory</td>
<td>(0, M_max)</td>
<td>Terminal, Machines</td>
<td>Whole component, passed object</td>
<td>=&gt; Sum</td>
<td>Logical OR</td>
<td>n = ©</td>
</tr>
<tr>
<td>IHM Support</td>
<td>HTML, VoiceXML</td>
<td>Terminal IHM, GUI</td>
<td>IHM</td>
<td>=&gt; Reunion</td>
<td>Logical OR</td>
<td>n = ©</td>
</tr>
<tr>
<td>GUI size</td>
<td>HTML, VoiceXML</td>
<td>Terminal display</td>
<td>IHM</td>
<td>=&gt; Sum</td>
<td>Logical OR</td>
<td>S_max = ©</td>
</tr>
</tbody>
</table>

**Figure 5. Profile composition**

For some parameters additional information is required at the level of service description, for instance, the “memory” parameter requires to know how the software components are distributed over the physical machines.

### III. IMPLEMENTATION

In order to verify our model we have implemented a prototype of the forum service. The F, forum server, is a service included in the educational portal of the University of Savoie, France. The forum server component, F, is accessible by SOAP (or by HTML using a browser). The V, forum view, and C, message composer, GUI components are considered here to be installed on the mobile device, a PDA for instance. The PDA does not have a HTML browser so the components V and C use SOAP to connect to F.

In figure 6 we can see the V and C IHMs. A message is written in French, the Service Adapter detects the language problem and asks the user if he prefers to use a translator or not. The user chooses to use the translator and the service changes by including a new component, a translation Web Service accessible by SOAP. The Service Adapter inserts this new translation component between F and C for the syntactic compatibility reasons at the interface level. A regular graph search algorithm is used by the Service Adapter in order to propagate the parameter values, conditions and to verify the parameters compatibility.
Technologies. The most important technologies used in order to build our prototype were:
- The java components C and V are described using the CCM component model. We have created an XML based language describing the component interfaces and also the service architecture.
- The language detection and translation components are Web Services accessible by SOAP. We use java proxy components for these two components.
- In order to be able to modify the service at runtime, we have used dynamical interaction patterns presented in [4, 5], the Noah platform [4] and the ISL (Interaction Specification Language) [4]. The Service Adapter uses interaction pattern to dynamically add the translation component. Java reflection was also used.

IV. RELATED WORK

Service adaptation issue was broadly studied and many researchers have proposed different solutions. Ubiquitous computing gives us a lot of situations where service adaptation is needed. The majority of the proposed solutions use an anticipated approach: the service has, from its creation state, all the mechanisms necessary to adapt themselves to several distinct contexts.

Some papers like [9] propose a semantic component description using semantic graph and ontology but they are using the semantic component description in order to automatically deploy services from a user natural language based description.

According to [10], in a completely unanticipated system, the answers to questions like when, where, what and how to 'unanticipated' reconfigure are known only at runtime. But even the "Chisel" [10] system that claims to be 'completely requires a human operator for modifying the rules/strategies. This fact means that a human operator and not the system, establish when the service is adapted and what the system must do in each situation.

Another limitation of this proposal is that only the rules are reconfigurable, not the context event types that are pre-existent, and the strategies/actions names (and definitions) also. In the "Madam" platform [11], the idea is to use one abstract service architecture description that may be automatically projected towards several possible concrete implementations, function on the particular context. The implementation choices are based on some 'utility functions' which are defined using rules. The utility functions are service-specific and they must by specified by the developer and this is a not very simple task. In this case, we have the same situation that is not suitable for autonomic computing: the use of service-specific rules/functions defined by the service developer. Another limitation is that the choice is limited to the pre-existent component implementations and a new, dynamical component insertion in the abstract architecture is not taken into account.

V. CONCLUSIONS AND FUTURE WORK

In this paper we presented a platform for dynamical and unanticipated service adaptation, having as central point the Service Adapter module, which is basically an expert system performing the following: verifies if a service is adapted to a specific context, searches the solutions if the service is not adapted and applies the solutions. A service is seen here as a component-based architecture and it may be adapted by: adding, removing, replacing or modifying the components. The Service Adapter needs a knowledge representation about the: service, context and components in general. The existent component models do not give us enough semantic
information in this direction so a new concept is introduced: the profile.

An important aspect of our proposal is the profile composition. The composition is achieved by using a graph. The graph’s nodes are the points that are associated with a profile parameter and the arcs are the component connections and internal dependences.

Another important issue is the profile extension, the platform is able to use a new profile parameter if we are specifying for this parameter: a name, a definition domain, a composition operator and a compatibility operator. The extension algorithm assures a generalization of the proposed model: the same solution search algorithm may be used for different attributes if the attribute is specified as depicted in the table from figure 5.

Hence, the Service Adapter may use a generic algorithm for the parameter composition and compatibility verification it will use the operator that we have specified. We are looking forward to use some AI algorithms such as logical inference engines and genetic algorithms and add also a learning function to Service Adapter.

Our model was tested with a prototype, which adapts a forum service to the user language by searching and inserting a new translation component into the original forum service. This insertion may be done at runtime due to the reflective platform that is used, based on dynamical interaction patterns. The languages used were English, French and German but the model should enable any other languages like Bulgarian and Chinese. In fact we are no creating these components but we only suppose their existence and if the required component exists we use it.

At this moment, we have tested only the component insertion strategy. As future development, we intend to create a strategy selection algorithm that will be able to combine different operations such as: insertion, replacement, parameterization and migration of components. Another future issue is to enhance the profiles model by using semantic graph and build a test platform that will allow us to test more complex adaptation scenarios.
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